**############################################################**

**1- Occurence of an integer in a Linked List**

Given a singly linked list and a key, count the number of occurrences of given key in the linked list.

**Example 1:**

**Input:**

N = 7

Link List = 1->2->1->2->1->3->1

search\_for = 1

**Output:** 4

**Explanation:**1 appears 4 times.

**Example 2:**

**Input:**

N = 5

Link List = 1->2->1->2->1

search\_for = 3

**Output:** 0

**Explanation:**3 appears 0 times.

**Your Task:**

You dont need to read input or print anything. Complete the function **count**() which takes the head of the link list and search\_for i.e- the key as input parameters and returns the count of occurrences of the given key.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:**O(1)

**Constraints:**  
0 ≤ N ≤ 10^4

int count(struct node\* head, int k)

{ int count = 0;

node \*temp = head;

while(temp != NULL)

{

if(temp->data == k)

count++;

temp = temp->next;

}

return count;

}

**############################################################**

**2- Reverse a linked list**

Given a linked list of **N**nodes. The task is to reverse this list.

**Example 1:**

**Input:**

LinkedList: 1->2->3->4->5->6

**Output:** 6 5 4 3 2 1

**Explanation:** After reversing the list,

elements are 6->5->4->3->2->1.

**Example 2:**

**Input:**

LinkedList: 2->7->8->9->10

**Output:** 10 9 8 7 2

**Explanation:** After reversing the list,

elements are 10->9->8->7->2.

**Your Task:**  
The task is to complete the function **reverseList**() with head reference as the only argument and should return new head after reversing the list.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(1).

**Constraints:**  
1 <= N <= 104

struct Node\* reverseList(struct Node \*head)

{

Node \*a = NULL, \*b = head, \*c = NULL;

while(b != NULL)

{ c = b->next;

b->next = a;

a = b;

b = c;

}

return a;

}

**############################################################**

**3- Pairwise swap elements of a linked list**

Given a singly linked list of size **N**. The task is to swap elements in the linked list pairwise.  
For example, if the input list is 1 2 3 4, the resulting list after swaps will be 2 1 4 3.  
**Note**: You need to swap the nodes, not only the data. If only data is swapped then driver will print -1.

**Example 1:**

**Input:**

LinkedList: 1->2->2->4->5->6->7->8

**Output:** 2 1 4 2 6 5 8 7

**Explanation:** After swapping each pair

considering (1,2), (2, 4), (5, 6).. so

on as pairs, we get 2, 1, 4, 2, 6, 5,

8, 7 as a new linked list.

**Example 1:**

**Input:**

LinkedList: 1->3->4->7->9->10->1

**Output: 3** 1 7 4 10 9 1

**Explanation:** After swapping each pair

considering (1,3), (4, 7), (9, 10).. so

on as pairs, we get 3, 1, 7, 4, 10, 9,

1 as a new linked list.

**Your Task:**  
The task is to complete the function **pairWiseSwap**() which takes the head node as the only argument and returns the head of modified linked list.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(1).

**Constraints:**  
1 ≤ N ≤ 103

Node\* pairWiseSwap(struct Node\* head)

{

if(head->next == NULL)

return head;

Node \*a = head, \*b = head->next, \*x = NULL, \*root = head->next;

while(true)

{

Node \*t = b->next;

a->next = t;

b->next = a;

if(x != NULL)

x->next = b;

if(t == NULL || t->next == NULL)

break;

x = a;

a = t;

b = t->next;

}

return root;

}

**############################################################**

**4- Add two numbers represented by linked lists**

Given two numbers represented by two linked lists of size **N** and **M**. The task is to return a sum list. The sum list is a linked list representation of the addition of two input numbers from the last.

**Example 1:**

**Input:**

N = 2

valueN[] = {4,5}

M = 3

valueM[] = {3,4,5}

**Output:** 3 9 0

**Explanation:** For the given two linked

list (4 5) and (3 4 5), after adding

the two linked list resultant linked

list will be (3 9 0).

**Example 2:**

**Input:**

N = 2

valueN[] = {6,3}

M = 1

valueM[] = {7}

**Output:** 7 0

**Explanation:** For the given two linked

list (6 3) and (7), after adding the

two linked list resultant linked list

will be (7 0).

**Your Task:**  
The task is to complete the function **addTwoLists**() which has node reference of both the linked lists and returns the head of the new list.

**Expected Time Complexity:**O(N+M)  
**Expected Auxiliary Space:**O(Max(N,M))

**Constraints:**  
1 <= N, M <= 5000

struct Node\* reverselist(struct Node \*head)

{

Node \*a = NULL, \*b = head, \*c = NULL;

while(b != NULL)

{ c = b->next;

b->next = a;

a = b;

b = c;

}

return a;

}

struct Node\* addTwoLists(struct Node\* first, struct Node\* second)

{

int c = 0;

Node \*head = NULL;

first = reverselist(first);

second = reverselist(second);

while(first != NULL && second != NULL)

{

int n = first->data + second->data + c;

Node \*temp = new Node(n%10);

temp->next = head;

head = temp;

c = n / 10;

first = first->next;

second = second->next;

}

while(first != NULL)

{

int n = first->data + c;

Node \*temp = new Node(n%10);

temp->next = head;

head = temp;

c = n / 10;

first = first->next;

}

while(second != NULL)

{

int n = second->data + c;

Node \*temp = new Node(n%10);

temp->next = head;

head = temp;

c = n / 10;

second = second->next;

}

if(c != 0)

{

Node \*temp = new Node(c);

temp->next = head;

head = temp;

}

return head;

}

**############################################################**

**5- Sorted insert for circular linked list**

Given a sorted circular linked list, the task is to insert a new node in this circular list so that it remains a sorted circular linked list.

**Example 1:**

**Input:**

LinkedList = 1->2->4

(the first and last node is connected,

i.e. 4 --> 1)

data = 2

**Output:** 1 2 2 4

**Example 2:**

**Input:**

LinkedList = 1->4->7->9

(the first and last node is connected,

i.e. 9 --> 1)

data = 5

**Output:** 1 4 5 7 9

**Your Task:**  
The task is to complete the function **sortedInsert**() which should insert the new node into the given circular linked list and return the head of the linkedlist.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(1)

**Constraints:**  
0 <= N <= 105

Node \*sortedInsert(Node\* head, int data)

{

Node \*temp = head;

if(data < temp->data)

{

Node \*nd = new Node(data);

Node \*tr = head;

while(tr->next != head)

tr = tr->next;

tr->next = nd;

nd->next = head;

return nd;

}

while(temp->next != head)

{

if(data < temp->next->data)

{

Node \*nd = new Node(data);

nd->next = temp->next;

temp->next = nd;

return head;

}

temp = temp->next;

}

Node \*nd = new Node(data);

nd->next = temp->next;

temp->next = nd;

return head;

}

**############################################################**

**6- Split a Circular Linked List into two halves**

Given a **C**irular **L**inked **L**ist of size **N,** split it into two halves circular lists. If there are odd number of nodes in the given circular linked list then out of the resulting two halved lists, first list should have one node more than the second list. The resultant lists should also be circular lists and not linear lists.

**Example 1:**

**Input:**

Circular LinkedList: 1->5->7

**Output:**

1 5

7

**Example 2:**

**Input:**

Circular LinkedList: 2->6->1->5

**Output:**

2 6

1 5

**Your Task:**  
Your task is to complete the given function **splitList**(), which takes 3 input parameters: The address of the head of the linked list, addresses of the head of the first and second halved resultant lists and Set the **head1\_ref**and **head2\_ref** to the first resultant list and second resultant list respectively.

**Expected Time Complexity**: O(N)  
**Expected Auxilliary Space**: O(1)

**Constraints:**  
1 <= N <= 100

void splitList(Node \*head, Node \*\*head1, Node \*\*head2)

{

Node \*slow = head, \*fast = head;

while(fast->next != head && fast->next->next != head)

{ fast = fast->next->next;

slow = slow->next;

}

\*head1 = head;

\*head2 = slow->next;

slow->next = head;

if(fast->next == head)

fast->next = \*head2;

else

fast->next->next = \*head2;

}

**############################################################**

**7- Detect Loop in linked list**

Given a linked list of **N** nodes. The task is to check if the linked list has a loop. Linked list can contain self loop.

**Example 1:**

**Input:**

N = 3

value[] = {1,3,4}

x = 2

**Output:** True

**Explanation:** In above test case N = 3.

The linked list with nodes N = 3 is

given. Then value of x=2 is given which

means last node is connected with xth

node of linked list. Therefore, there

exists a loop.

**Example 2:**

**Input:**

N = 4

value[] = {1,8,3,4}

x = 0

**Output:** False

**Explanation:** For N = 4 ,x = 0 means

then lastNode->next = NULL, then

the Linked list does not contains

any loop.

**Your Task:**  
The task is to complete the function **detectloop**() which contains reference to the head as only argument. This function should return 1 if linked list contains loop, else return 0.

**Expected Time Complexity:** O(N)  
**Expected Auxiliary Space:** O(1)

**Constraints:**  
1 <= N <= 104  
1 <= Data on Node <= 103

bool detectLoop(Node\* head)

{

Node \*slow = head;

Node \*fast = head;

while(slow != NULL && fast != NULL && fast->next != NULL)

{

slow = slow->next;

fast = fast->next->next;

if(slow == fast)

return true;

}

return false;

}

**############################################################**

**8- Delete Middle of Linked List**

Given a singly linked list, delete **middle**of the linked list. For example, if given linked list is 1->2->**3**->4->5 then linked list should be modified to 1->2->4->5.  
If there are **even** nodes, then there would be **two middle**nodes, we need to delete the second middle element. For example, if given linked list is 1->2->3->4->5->6 then it should be modified to 1->2->3->5->6.  
If the input linked list is NULL or has 1 node, then it should return NULL

**Example 1:**

**Input:**

LinkedList: 1->2->3->4->5

**Output:** 1 2 4 5

**Example 2:**

**Input:**

LinkedList: 2->4->6->7->5->1

**Output:** 2 4 6 5 1

**Your Task:**  
The task is to complete the function **deleteMid**() which should delete the middle element from the linked list and return the head of the modified linked list. If the linked list is empty then it should return NULL.

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(1).

**Constraints:**  
1 <= N <= 1000  
1 <= value <= 1000

Node\* deleteMid(Node\* head)

{

Node \*slow = head, \*fast = head;

if(head->next == NULL)

return NULL;

while(fast->next->next != NULL && fast->next->next->next != NULL)

{ slow = slow->next;

fast = fast->next->next;

}

Node \*t = slow->next->next;

free(slow->next);

slow->next = t;

return head;

}

**############################################################**

**9- Circular Linked List Delete at Position**

Given a linked list of size **n**, you have to**delete the node at position pos**of the linked list and return the new head. The position of initial node is 1.  
The tail of the circular linked list is connected to the head using next pointer.

**Example 1:**

**Input:**

LinkedList: 1->2->3->4->5

(the first and last node are connected,

i.e. 5 --> 1)

position: 4

**Output:** 1 2 3 5

**Example 2:**

**Input:**

LinkedList: 2->5->7->8->99->100

(the first and last node are connected,

i.e. 5 --> 1)

position: 6

**Output:** 2 5 7 8 99

**Your Task:**  
The task is to complete the function **deleteAtPosition()** which takes**head reference** and **pos**as argument**and returns** reference to the **new head**node, which is then used to display the list. The **printing**is done **automatically**by the **driver code**.

**Expected Time Complexity:**O(n).  
**Expected Auxiliary Space:**O(1).

**Constraints:**  
2 <= number of nodes <= 103  
1 <= pos <= n

Node \* deleteAtPosition(Node \*head,int pos)

{

Node \*cur = head, \*rem;

if(pos == 1)

{ Node \*temp = head;

while(temp->next != head)

temp = temp->next;

temp->next = temp->next->next;

free(head);

return temp->next;

}

pos -= 2;

while(pos--)

cur = cur->next;

rem = cur->next;

cur->next = rem->next;

free(rem);

return head;

}

**############################################################**

**10- Delete without head pointer**

You are given a pointer/ reference to the node which is to be deleted from the linked list of **N**nodes. The task is to delete the node. Pointer/ reference to head node is not given.   
**Note:** No head reference is given to you. It is guaranteed that the node to be deleted isnot a tail nodein the linked list.

**Example 1:**

**Input:**

N = 2

value[] = {1,2}

node = 1

**Output:** 2

**Explanation:** After deleting 1 from the

linked list, we have remaining nodes

as 2.

**Example 2:**

**Input:**

N = 4

value[] = {10,20,4,30}

node = 20

**Output:** 10 4 30

**Explanation:** After deleting 20 from

the linked list, we have remaining

nodes as 10, 4 and 30.

**Your Task:**  
You only need to complete the **function deleteNode**that takes **reference**to the node that needs to be **deleted**. The **printing**is done **automatically**by the**driver code**.

**Expected Time Complexity** : O(1)  
**Expected Auxilliary Space** : O(1)

**Constraints:**  
1 <= N <= 103

void deleteNode(Node \*del)

{

Node \*t = del->next;

del->data = t->data;

del->next = t->next;

free(t);

}

**############################################################**

**11- Reverse a Linked List in groups of given size.**

Given a linked list of size **N**. The task is to reverse every **k** nodes (where k is an input to the function) in the linked list.

**Example 1:**

**Input:**

LinkedList: 1->2->2->4->5->6->7->8

K = 4

**Output:** 4 2 2 1 8 7 6 5

**Explanation:**

The first 4 elements 1,2,2,4 are reversed first

and then the next 4 elements 5,6,7,8. Hence, the

resultant linked list is 4->2->2->1->8->7->6->5.

**Example 2:**

**Input:**

LinkedList: 1->2->3->4->5

K = 3

**Output:** 3 2 1 5 4

**Explanation:**

The first 3 elements are 1,2,3 are reversed

first and then elements 4,5 are reversed.Hence,

the resultant linked list is 3->2->1->5->4.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **reverse**() which should reverse the linked list in group of size **k**and return the head of the modified linked list.

**Expected Time Complexity**: O(N)  
**Expected Auxilliary Space**: O(1)

**Constraints:**

1 <= N <= 104  
1 <= k <= N

struct node \*reverse (struct node \*head, int k)

{

if(head == NULL || k == 1)

return head;

node \*ref = new node(0);

ref->next = head;

node \*a = ref, \*b = ref, \*c = ref, \*t = head;

int n = 0;

while(t->next != NULL)

{ t = t->next;

n++;

}

while(n > 0)

{ b = a->next;

c = b->next;

int i;

if(n >= k)

i = 1;

else

i = k - n;

while(i < k)

{

b->next = c->next;

c->next = a->next;

a->next = c;

c = b->next;

i++;

}

a = b;

n -= k;

}

return ref->next;

}

**############################################################**

**12- Intersection Point in Y Shapped Linked Lists**

Given two singly linked lists of size **N** and **M,**write a program to get the point where two linked lists intersect each other.

**Example 1:**

**Input:**

LinkList1 = 3->6->9->common

LinkList2 = 10->common

common = 15->30->NULL

**Output: 1**5

**Explanation:**
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**Example 2:**

**Input:**

Linked List 1 = 4->1->common

Linked List 2 = 5->6->1->common

common = 8->4->5->NULL

**Output:** 8

**Explanation:**

**4 5**

**| |**

**1 6**

**\ /**

**8 ----- 1**

**|**

**4**

**|**

**5**

**|**

**NULL**

**Your Task:**  
You don't need to read input or print anything. The task is to complete the function **intersetPoint**() which takes the pointer to the head of linklist1(**head1**) and linklist2(**head2**) as input parameters and returns data value of a node where two linked lists intersect. If linked list do not merge at any point, then it should return **-1**.  
**Challenge**: Try to solve the problem without using any extra space.

**Expected Time Complexity:** O(N+M)  
**Expected Auxiliary Space:** O(1)

**Constraints:**  
1 ≤ N + M ≤ 2\*105  
-1000 ≤ value ≤ 1000

int intersectPoint(Node\* head1, Node\* head2)

{ /\*

if(head1 == NULL || head2 == NULL)

return -1;

unordered\_map<Node\*, int> mp;

Node \*t = head1;

while(t != NULL)

{ mp[t]++;

t = t->next;

}

t = head2;

while(t != NULL)

{ mp[t]++;

if(mp[t] > 1)

return t->data;

t = t->next;

}

return -1;

//Execution Time:1.71

\*/

if(head1 == NULL || head2 == NULL)

return -1;

Node \*a = head1, \*b = head2;

while(a != b)

{

if(a == NULL)

a = head2;

else

a = a->next;

if(b == NULL)

b = head1;

else

b = b->next;

}

return a->data;

//Execution Time:0.61

}

**############################################################**

**13- Quick Sort on Linked List**

Sort the given **L**inked **L**ist using quicksort. which takes **O(n^2)** time in worst case and **O(nLogn)** in average and best cases, otherwise you may get TLE.

**Input:**  
In this problem, method takes 1 argument: address of the **head** of the linked list. The function should not read any input from stdin/console.  
The struct Node has a data part which stores the **data** and a next pointer which points to the **next** element of the linked list.  
There are multiple test cases. For each test case, this method will be called individually.

**Output:**  
Set **\*headRef** to head of resultant linked list.

**User Task:**  
The task is to complete the function **quickSort**() which should set the \*headRef to head of the resultant linked list.

**Constraints:**  
1<=**T**<=100  
1<=**N**<=200

**Note:**If you use "Test" or "Expected Output Button" use below example format  
  
**Example:  
Input:**  
2  
3  
1 6 2  
4  
1 9 3 8

**Output:**  
1 2 6  
1 3 8 9

**Explanation:  
Testcase 1:** After sorting the nodes, we have 1, 2 and 6.  
**Testcase 2:** After sorting the nodes, we have 1, 3, 8 and 9.

struct node\* gett(struct node \*t)

{

while(t != NULL && t->next != NULL)

t = t->next;

return t;

}

struct node\* split(struct node \*l, struct node \*r, struct node \*\*nl, struct node \*\*nr)

{

struct node \*piv = r, \*a = NULL, \*b = l, \*tail = r;

while(b != piv)

{

if(b->data < piv->data)

{

if(\*nl == NULL)

\*nl = b;

a = b;

b = b->next;

}

else

{

if(a != NULL)

a->next = b->next;

struct node \*temp = b->next;

b->next = NULL;

tail->next = b;

tail = b;

b = temp;

}

}

if(\*nl == NULL)

\*nl = piv;

\*nr = tail;

return piv;

}

struct node\* quick(struct node \*l, struct node \*r)

{

if(!l || l == r)

return l;

node \*nl = NULL, \*nr = NULL;

struct node \*piv = split(l, r, &nl, &nr);

if(nl != piv)

{ struct node \*t = nl;

while(t->next != piv)

t = t->next;

t->next = NULL;

nl = quick(nl, t);

t = gett(nl);

t->next = piv;

}

piv->next = quick(piv->next, nr);

return nl;

}

void quickSort(struct node \*\*headRef)

{

\*headRef = quick(\*headRef, gett(\*headRef));

return;

}

**############################################################**

**14- Clone a linked list with next and random pointer**

You are given a special linked list with **N**nodes where each node has a next pointer pointing to its next node. You are also given **M** random pointers , where you will be given **M**number of pairs denoting two nodes **a** and **b**  **i.e.**a->arb = b**.**

![ArbitLinked List1](data:image/jpeg;base64,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)

**Example 1:**

**Input:**

N = 4, M = 2

value = {1,2,3,4}

pairs = {{1,2},{2,4}}

**Output:** 1

**Explanation:** In this test case, there

re 4 nodes in linked list.  Among these

4 nodes,  2 nodes have arbit pointer

set, rest two nodes have arbit pointer

as NULL. Second line tells us the value

of four nodes. The third line gives the

information about arbitrary pointers.

The first node arbit pointer is set to

node 2.  The second node arbit pointer

is set to node 4.

**Example 2:**

**Input:**

N = 4, M = 2

value[] = {1,3,5,9}

pairs[] = {{1,1},{3,4}}

**Output:** 1

**Explanation:** In the given testcase ,

applying the method as stated in the

above example, the output will be 1.

**Your Task:**  
The task is to complete the function **copyList**() which takes one argument the head of the linked list to be cloned and should **return** the head of the cloned linked list.  
**NOTE :**If their is any node whose arbitrary pointer is not given then its by default null.

**Expected Time Complexity** : O(n)  
**Expected Auxilliary Space**: O(1)

**Constraints:**  
1 <= N <= 100  
1 <= M <= N  
1 <= a, b <= 100

Node \*copyList(Node \*head)

{

Node \*temp = head;

while(temp != NULL)

{ Node \*nxt = temp->next;

temp->next = new Node(temp->data);

temp->next->next = nxt;

temp = nxt;

}

temp = head;

while(temp != NULL)

{

if(temp->next != NULL)

temp->next->arb = temp->arb? temp->arb->next: temp->arb;

temp = temp->next? temp->next->next: temp->next;

}

temp = head;

Node \*newhead = head->next;

Node \*temp2 = newhead;

while(temp != NULL && temp2 != NULL)

{

temp->next = temp->next? temp->next->next: temp->next;

temp2->next = temp2->next? temp2->next->next: temp2->next;

temp = temp->next;

temp2 = temp2->next;

}

return newhead;

}

**############################################################**

**14- Merge Sort on Doubly Linked List**

Given Pointer/Reference to the head of a doubly linked list of N nodes, the task is to **Sort the given doubly linked list using Merge Sort**in both **non-decreasing** and **non-increasing** order.

**Example 1:**

**Input:**

N = 8

value[] = {7,3,5,2,6,4,1,8}

**Output:**

1 2 3 4 5 6 7 8

8 7 6 5 4 3 2 1

**Explanation:** After sorting the given

linked list in both ways, resultant

matrix will be as given in the first

two line of output, where first line

is the output for non-decreasing

order and next line is for non-

increasing order.

**Example 2:**

**Input:**

N = 5

value[] = {9,15,0,-1,0}

**Output:**

-1 0 0 9 15

15 9 0 0 -1

**Explanation:** After sorting the given

linked list in both ways, the

resultant list will be -1 0 0 9 15

in non-decreasing order and

15 9 0 0 -1 in non-increasing order.

**Your Task:**  
The task is to complete the function **sortDoubly**() which sorts the doubly linked list. The **printing**is done **automatically**by the**driver code**.

**Constraints:**  
1 <= N <= 105

Node\* split(Node \*head)

{

Node \*slow = head, \*fast = head;

while(fast->next != NULL && fast->next->next)

{ slow = slow->next;

fast = fast->next->next;

}

Node \*temp = slow->next;

slow->next = NULL;

return temp;

}

Node\* merge(Node \*left, Node \*right)

{

if(left == NULL)

return right;

if(right == NULL)

return left;

if(left->data < right->data)

{

left->next = merge(left->next, right);

left->next->prev = left;

left->prev = NULL;

return left;

}

else

{

right->next = merge(left, right->next);

right->next->prev = right;

right->prev = NULL;

return right;

}

}

struct Node \*sortDoubly(struct Node \*left)

{

if(left == NULL || left->next == NULL)

return left;

Node \*right = split(left);

left = sortDoubly(left);

right = sortDoubly(right);

left = merge(left, right);

return left;

}

**############################################################**

**15- QuickSort on Doubly Linked List**

Sort the given doubly linked list of size **N** using quicksort. Just complete the partition function using the quicksort technique.

**Example 1:**

**Input:**

LinkedList: 4->2->9

**Output:**

2 4 9

**Example 2:**

**Input:**

LinkedList: 1->4->9->2

**Output:**

1 2 4 9

**Your Task:**  
Your task is to complete the given function **partition**(), which accepts the first and last node of the given linked list as input parameters and returns the pivot's address.

**Expected Time Complexity**: O(NlogN)  
**Expected Auxilliary Space**: O(1)

**Constraints:**  
1 <= N <= 200

Node\* partition(Node \*l, Node \*r)

{

Node \*j = l;

for (Node \*i = l; i != r; i = i->next)

{

if (i->data < h->data)

{

swap(&i->data, &j->data);

j = j->next;

}

}

swap(&r->data, &j->data);

return j;

}

**############################################################**